**Write a program to traverse a graph using BFS method.**

#include <stdio.h>

#include <stdlib.h>

#define MAX 100

void BFS(int adjacency\_matrix[MAX][MAX], int visited[MAX], int n, int start) {

int queue[MAX], front = -1, rear = -1;

visited[start] = 1;

queue[++rear] = start;

while (front != rear) {

int current = queue[++front];

printf("%d ", current + 1);

for (int i = 0; i < n; i++) {

if (adjacency\_matrix[current][i] == 1 && !visited[i]) {

visited[i] = 1;

queue[++rear] = i;

}

}

}

}

int main() {

int adjacency\_matrix[MAX][MAX], visited[MAX], n, i, j;

printf("Enter the number of nodes: ");

scanf("%d", &n);

printf("Enter the adjacency matrix:\n");

for (i = 0; i < n; i++) {

visited[i] = 0; // Initialize visited array

for (j = 0; j < n; j++) {

scanf("%d", &adjacency\_matrix[i][j]);

}

}

int start\_node;

printf("Enter the starting node for BFS traversal (1 to %d): ", n);

scanf("%d", &start\_node);

printf("BFS Traversal starting from node %d: ", start\_node);

BFS(adjacency\_matrix, visited, n, start\_node - 1);

return 0;

}

**Output:**
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**Write a program to check whether given graph is connected or not using DFS method.**

#include <stdio.h>

#include <stdlib.h>

#define MAX 100

void DFS(int adjacency\_matrix[MAX][MAX], int visited[MAX], int n, int current) {

visited[current] = 1;

for (int i = 0; i < n; i++) {

if (adjacency\_matrix[current][i] == 1 && !visited[i]) {

DFS(adjacency\_matrix, visited, n, i);

}

}

}

int isConnected(int adjacency\_matrix[MAX][MAX], int visited[MAX], int n) {

for (int i = 0; i < n; i++) {

visited[i] = 0;

}

DFS(adjacency\_matrix, visited, n, 0);

for (int i = 0; i < n; i++) {

if (!visited[i]) {

return 0;

}

}

return 1;

}

int main() {

int adjacency\_matrix[MAX][MAX], visited[MAX], n, i, j;

printf("Enter the number of nodes: ");

scanf("%d", &n);

printf("Enter the adjacency matrix:\n");

for (i = 0; i < n; i++) {

for (j = 0; j < n; j++) {

scanf("%d", &adjacency\_matrix[i][j]);

}

}

if (isConnected(adjacency\_matrix, visited, n)) {

printf("The graph is connected.\n");

} else {

printf("The graph is not connected.\n");

}

return 0;

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbMAAADDCAYAAAAIuP/yAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABqxSURBVHhe7d29TiNN1sDxg+PnvYCVhSeYAG7BggAmHHKvBCNNasi9EkhESBA4XAmcjjQQONsAwvEEICfPBQwBwRj5Cp4L4O1T/W27u7rdNriY/++Rdwe3u7v6w3W6qtt11l48AgCAw2rB/wMA4Ky1v/76i5YZAMBptMwAAM4jmAEAnPdug9na2qYcXf+Ui7214B23uFT+tc0juf75U34Gr+ujzWDK61rbu5Cf10eyuebmMQcwv1pYAc1bEe1dvF3lpd56/X+6tbU9Oe+1ZNTdlZ2dHfM6uPwVTIWKgj2BFliamgy7USVERYTSNj5IQ4Zyfxf8jRRtYR+eesF+OAzeAbAMmd2McTfXnlxELbdrOdr0ryw3j67Ne52mSL3Vi1p2Py/2zPSQtpyiaRNXproMbVWFy9JX0VZW0fV7ta3ZDn96XP5QXvny2PbPrG7CZDeY+ffFUVS2eDmTZZy//FX2rwq3IVr+zwvZW1DLwrb/VJH1J7d/oCfDhLz9M7389PFS0WdKnBtJG4en0pK+fLsP3gCwFNZ7Zs3Ovjy3/S6kdl+k9fWzef/X5YF5r+tdcI777bh1d3xrpiutSDoSt/y6o5b0zv35QxqIelsP0t7dlV2zgtOpCnuWIutXzU5P1m+my6+KlM8ma/8U0myZsuk2+MtpS39cl/WPwXRPsvy73ZG0eudRhb7M/auV+OH3nmw9xPu23W9I5/uhqdTDADnotaQuTekMBkFAKBfwsvafbf1qcvt3dUcm2PaPCTSjeLq+jm8X90sV7V70GmXSP7uSx+A9AMtR82qT6Kp01pXpsPtFLn/5X/DH3yORxodCV6h6L2W7OZb+t7j/6e5bX8bN7XRlN+5L+8uV/NKBSB5/i7eGhRp2d6MKKln+wuWzmHf/GN626+qfnsfegm7kKqjxGh82/H94kuWXu3sZSkN08tL378Yn2aoP5SYslOfx6kaG9S355K0/vJjQADn2StX1gqUfEI7ltsSgMpn7z7L+WdufVHj/WI73y8svuTzwtuvg0t+HJXz+aiJZtH0AlmfqntnCrkzNvZS615IIr9jDq3i/Mo6MfkeVxMvLrRzvHLzOl79o+VbVsvfvx3Wpj5/lKfjT9yTPEy3HpbGt32z/SH5nNXkK7B8NyKa1F7Yqp7qo56fdyJ1GX84SwRjA8izv0XzTCvCujIMupPj1SsHKZtXLZ7Ps8j89y7i+Lum49VHW62N5TkeY5Zhj/RsfGsG/PAX3T9TC3G1Lv9FZWED7vG1u5kovCJTmfl7wt6s/FwFWWeVgpl1k9a1PU11r2gq4H3pXxmXuIc0ha/02yy6fdk9pr1lzO7gHtHkk32c8oFDG5/OONIc3pjJe+v59/CEP46bsH8bNPLP+8YP8eI3Ghm39E9O1JdRr1c2/Vdn9o8frx8M4+Cs27wMgt8fJABrcz9Mu391EtzGAhZm6Z1b2N1uPV2fSl/gKNHlle3cSXO0mlr/IrhyVt36bZZfPv0fjL3/QW5cbc3+pnGYn7iYzDzMkHnBZZvm1cr/60pVR4klR7TaL7r8tmW39ZvqZPjHiTx/sP0t74gGQvP0z60lG86DMyex7cABWGwMNAwCc926HswIA/DkIZgAA5xHMAADOI5gBAJxHMAMAOO/dBrPw0etV+oFqXr4tHUdwkQP5oph5f0cGYLWQzwxO4/gDUOQzWxH+iBHlBulFdfrj63kHEgawOtb+/u+/XybTpqgwBcf6TVek0xF/ICYd684f5VxTgCSHD4pocJxMAxOO4pQcwd2jyziVM++/02hZms6lSEC1rT8uf1ue93vifzQufyivfEWk5jejx5+kAlJ6uidYx6NsmPKlN8E2//R07bpM5vGa3H9Z22c7vqGs5ZvhuXpb8pD4/Kz3spjlbj9Lv9Ey+2DYDcuRLkPW9hc5/2znV2oZE+etvy066n38eb8s6WMQ7kfNWVb23AGwONZ7ZuQzy6aV4fZ9PJBtd9gsnG8rahGE02YMdWVbvh9oGl59G39mKpBZti8vH1vu8s3YiHXZ0nwsgY1PW1IPxo4sxJLPLW/7ix7/vPMrXEa7Pz3I2MuvS/mS+LwGt31NKdNOX0wAWA3kM7OVL4dWhslBY+/u42Bly7dVRN7ylY7MPs7Il1V0+/KOb97yzdiIN8NokGdtoXzaqsvwvsT2esdei5eVz822/YVUOL80oJnhH0/P5dzPsjm1L+imBFYD+cwq5DPTq/XrYF4zf6I7zppvq4C85Wvw0Iwno6wVVNw+6/KVJgsNkmWaZJriB6dFyd2/RVU8v/yBrJvef+QmA1bZ8h7NX/V8YRXLZ+6VmKv1uItrMm3/pFS+LYuiy09mpU5Z0P7PXL4nTLOiXY3axSgPPxbWOpln/y7DxuGptEbd0l3QAF5X5WD25+Yz00SRcctFu/XOky0HS74tu/zla/eW5t+qt77O7Batun225Ye061LvK51ujeRmoS0Xy/4NzHv8i/CP2Ui6J3dyd9KVYbMz1Q2vQZffqQFvj3xmc5ZPg8WJ11II840NBvvy3I0f4jD3lCz5tvLYlq/0nlIq7b/3Sh6/qvvftnwjeBCkPrpf6IMRRbZfzXv8oyDkzWMuMsLvQTC///BLU4Zd/4GPZHnIFA2sHvKZrQhTeWrAc+zxbtMdaB7xJ4MygLfD2IwrwASE/WbqYQVXmHtKXttokQ9+AEBZtMzeSPij3Ogu2sSPdldd/IPj6R9yA8BrI5gBAJxHNyMAwHkEMwCA8whmAADn1XQwWvP7Gn3N8cPP+Pc68yWWrDp/1fIDANxX6zT6/ojiu23/x6clhuwxv40anIo8zDfMUNX5zajwFcoPAHgfav0z/0e64YgV4+Z+oRQs/m+jRLq7X+Tqd/BmCdXnD0aFn7P8AID3oxYOih7/7inOJ5VHg8flwfyZkavOL5+3pZkYlb5s+QEA70ftaePQpNkYmAzBbZmRp3B1jZ/F6fIDABai1jNBQNOEHETJEZ1Rb4nT5QcALEQtmWnYJFisj+X5yf9zpT09mxHUnS0/AGBhas39w+hx9s9fW1If3qxG8kwLTWl/MxRxtfwAgMVZ+8///n6JckaWHOzWPBo/lS+x+MCzVec3T0R+78m85QcAvA8MNAwAcB7DWQEAnEcwAwA4j2AGAHAewQwA4DyCGQDAeQQzAIDzam+dT6zq/FXLDwBwX+0t84lVnb9qPjQAwPtQe6t8YtXnr5YPDQDwftTeLJ9Yxfkr50MDALwb1R4AqZpPjHxkAIAFqBbMquYTIx8ZAGAB5g9mVfOJkY8MALAgcwezqvnEyEcGAFiUtb///nsicrxePrGq81fNhwYAeB/IZwYAcB7DWQEAnEcwAwA4j2AGAHAewQwA4DyCGQDAeQQzAIDzyGcGAHAe+cwAAM4jnxkAwHnkMwMAOK/aAyDkMwMArIBqwYx8ZgCAFTB/MCOfGQBgRcwdzMhnBgBYFeQzAwA4j3xmAADnMZwVAMB5BDMAgPMIZgAA5xHMAADOI5gBAJxHMAMAOK/21vnEqs5ftfwAAPfV3jKfWNX5q+ZDAwC8D7W3yidWff5q+dAAAO9H7a3yiVXOR1Y1nxoA4N2oOZ1PjHxoAABPzel8YuRDAwB4as7mEyMfGgAgUHM1nxj50AAAobX//O/vl7fKJ1Z1/qr50AAA7wP5zAAAzmM4KwCA8whmAADnEcwAAM4jmAEAnEcwAwA4LzOYhalZLvbe56C9i9q+cDmkn1k+zbLAfgYwSy3KBRa9rhl1HgujvyW8PtoM/gKA5ajt7OxIdygy7rdF/61jHDKCRnH+6P/efju4NKloAACvz/xoWq+e95/bcnD5K3jb7z7T0TXWb9ryvB+OsjGWfjsxFqInNYrHuC/tL35+sSKmRvAIDLu7cnz7IptH13IqZ95/p9ILPqRBN1nO9Cgi8eghcfm7Ip2O+B+Jy190+/Jo+cJyzRp9ZNb2hdtWlElgmhgmJbn908ufZ/tnTw/Zjm9W+VL7JmliP9mWnz6+npLnGIA/g/UBkGZHKzwdlX5H2n2R1tc4k7OpaMSrnEyLzmvhjcplev587lXEI39+kyl67FeGycq+3upJb+vBzyZtCnAadYNqhbl975fNrH/YlM73eKxG1fQqaq+GN9P92SenZ2+fza/Lg2C+2XlnNg5Po+0LX+UDWcMLMPE2TgayrYewRa3laMzY/n15DuaftX15023HN6984b5Jt/q912Qgy1n+5PRdXRgAzGANZsmWxOPvkUjjg6kso0zP3+7MNHX3TTM9b8tegRv0Whl/aHjLv/fn1+66Hw9jqU9m1kxeiT/+Fq8EEa0wk8Hh7n66skuV/+pGhvUt+bRh/jSytm9hCu6PWT5vN73NP5vdUjQZAoZyk8h7M3v74pbWrO3Lml7k+OaWz8K2/FnTASDL/I/mb3yQhtSl1RtED48MTKbnhnxIVKZZNHhp3dnc9q/ENbh92qrLeDJ/y+h31KX08nIrx4l7eppdWhNzRutP9Ue9PQ22prU0CPbRxV4wxS4M9qMwlfakj+tS1+SkwZ++J3keLyjTtuX4WstnYzt/zPQ4kzgA5Jk/mJlWkt5jibuY/FfJB0iaHb8iG/hdjsn7YXlMN9tpS7wCROu2dkO9QQUZdreZbtSGt60lAppqZF0ZaD63+rqk49ZHWV9UPreCxzezfDZznD8bGj0BYIa5g5m2ku6H3pV1iXtMSX43kj6wkKjMSqVv0Yo7bhno8s4tLTM/39l9ofQyixZ2oxYVdbu2vs7upnz8IQ/jpuwfxsHk83lHmuMH+bGAYG07vtbyBZ6evc9sfZrqurWePxPbp/fnZj1Qosf9wrTsLubuzgXgvvlbZp67k6C1EXQTmVfBlodWZt+SXXBzzH/itcSaHX/+wWBfnrt971o/LZyuL/MwwYLynWnL0PxY2luuqWSDFmZY/uT08GUeZDkpfg9oqpvSe4W/2dJgcvWlK6NWL5rWaSz2ST/b8c0rX+jx6kz60pLejK7WvOWb7TvTJ1L87RvsP0ubB0AAZHizfGZ6v+t7b0seEo+Cm9bVwH/6sMxTf7OYbkjz6Hn1ZQEAVlulllkl+gBD8M+Iuae1oHs+AIA/xpsFs5fbY/93Tamn2dItNQAAinizbkYAABbl7boZAQBYEIIZAMB5BDMAgPMIZgAA5xHMAADOI5gBAJxHMAMAOI9gBgBwHsEMAOA8ghkAwHkEMwCA8whmAADnEcwAAM4jmAEAnEcwAwA4j2AGAHAewQwA4DyCGQDAeQSzP8ja3oX8vD6SzbW14J3Xs7Z5JNevvO61tU05ur6Wo83X3973wt+HP9/svLFZ9fLh9dR+/vROhOh1IXucEKXsXfyU66PN4K/3R7cvOj/mrDDW1vbkvNeS0c2V/Hp5Cd71VV1+3vwvL7/k6mYkrd4553WGVT9/3/P3S78XF+G5672S22ku/hLToleJ70je8kPRxcCMuj+eFrwu9oIpq6k27O7Kzs6OeXWHTekM+OLDpxVJp9GX9u6u7O62pS8t6Z1/DqYW9/m8I41+W45vpwNZleUXmf/l9lja/YZ05ig3/AuCywOvfji4nLoQWQWrXr48+r2QoP7dbfdFWqdRL8LLr0s5COrluH72Jox+F97OvOUr7akZDE5FHnTBaRrIDr/3ZOuh7c+v369GZ6UvLFLdjHff+jKWhnzY8P/ePLo2hdf/nxXdpyL3rOiuXVvR9OmrA62QoukTVx3Ty/8pF3vFp9vYtk9llS+cp9MUqbd68WeCq5ewbKnyTnTz5a0/nj95dTXdZZa3/1Ry+kALW5Be1W03x9I/81tTppVz5p0fzf1S3XZ6hbnfHMrN1WPwjs+2/PDKNHk8/G3xz7Ey5Xu8upFhyXIvStbxsW1fyHZ8s75ftvPPdv6q5Hk566p8+vsXl73o+ZulavnMtl4cReWLy5Eug23/2kT7YI55b4934gu8xx/yMK7L1qeg8p0Qne/f7oJ37PKWr+U+3NdY90Wufpu30jY+yVY9/t6a79fNUOpbnwpv5/T5kT4fF816z0xPpN7Wg3/1m4juZmckIre+zBXw98NoY/WEGnQa0m/Hrb+Dy19mmtITqSPdaFp3lL6y3jg8ldYonq6v5NW9bXoRWdun8sr36/LAf8+7qBl7rY7wMzvHt2Z6UXnrV83OvjwH+89M/hrvH9v+m5y+ay7tCvq8LU0Zye8gBmnl+73Xkrr33/pH/70iNj5tSX14L7eTV5OW5euV6Zfk+WaCovdlbp/4yypRvpeXW7kfZlcUy5J3fKzb57EdX9v3K0+R8zf8TLs/Dt6JFfn+q7zzN0/V8hnNlqzf7Jpl+OXwWhdehR6eH7b9+7o+ynpdG17pi77Qhhd5msMbufxVrn6LpZfvt2iPp7+XoY/r3jdpwtOzjOvr3pKKWUT9XEYqmH3+6lUG4wf5kdyf4760vwT3Oh5/e9VHYCJyK3MFXN+SsM74vN30Zj+beQBmXWmYlmFzO926m/x7km26Tcb2FS5fVVn7NzDsfon23+Nvb2rjg6ksbOWb50puyvhZnjYOTQti0NuSB1MZBNMK0Arv01bdW8xT8M4Ey/K1wvcaW159fy7npy3xmmHpc6lE+Z6ex6WuKqsqcv7kbV+R+fO+X0tX4Puvss7fV+F9t3T36bEXLxCERW182Ci0f4vwg4JXUVfs5tQuwWZQ3klaVq9qrvRdzlv+THf3MvQuF7eD2G4uXrxzdCrA2Sy6vsxRa3YGURPQXKVMHpREH61e4R7vHPgnp0ZurUzMlNCTPAdXPrrxHxrZVxqy8UEa3q5p9eL1D8yVddzNqVde5mpvEHxmoivBNr2QrO0rUL6FyFq/ja18ZnrccplL3btSNUFCr6wPosqgrMxzoMDyH6/OpO99qZre/55NfqBE+UxF+poKnj+Z22eZ3/r9WjbL93/lvdb3uwDtLu1oYA26zCeZVtlkI6ME2/Jn0broxGtKN4L4YO6t3XjBPphexELq5xJSD4CU6iKb2eTUpuxYkhfiehU0k2mFeDs40UXiv9KVediVEN6AnBXQ8qbPrWD53swc5dvQ2q8oPb7e/yWvrP2r8fTxLWLmOVBw+WFXxVQXUMnymW0vcfO8soLHJ3P7Cs6f+f1atoLf/5W1It9vDTReDPXKkTiPE/xWWd1rWBYPREm25edJP4TiXSyKdwEz65ZBjqXVzzPM/zszc0OxKfuH8ZfJb8r6VxDa/P7xMPYunr/ObGaG9zGK9qGHy8tim15W0fJldV9pebQx0Aza6eaeTokHMGys5Zs4Pnp/ped9KYrSE/lG7zXsx/dATDd0iX776ByYcaleZPl+mUfSPbmTu5OuDJud6AZy2fJ9XM/p7lyCIudP7vZZ5rd/v4qdf3N3v1q+/4uyrO7hsvVPFm0hz/sAiH/88wON3yrL7h7UYOc/2DL74bt5A9kkXdZAH470ztV5LLp+nmXtv//+v5esm3Imqq/fZLbYdEeee1sYfUWS938C/pVBXInqzdzwJrXph/3ek1QdO+ya9c2clli+bXoR9u3LLl9o6jOJ6fFDCWoo3faz7Hut9bOgjHnrD5erN7DD42NOqP3n/H2QtX7dNzfr0kvMb5O3bUX5ZViXm934wYZQ7r4zX56m99bE9ifeK1o+/zzVBwCqf6nLyDs+c22fmtjG3O+X5fxTWftw5rpV8hjlfP/D+fPO3yLmLV9yXd4Hzfds9+TJzKMPreg+mrmMif1rEy1DytU9U/su4h2n4LsSHr9R4hyZFC8nni/9/qT4c+YBmKkPZEwvWbfO3Lcll1HW2l9//bWcJQMB/VLsP8eV7GuzXbQAcB/DWWHptAtt1Oot9TcmWfQKPezKA/B+EcywdHp/wjwZlbi/9RpMV8e+/g5ruosTwPtCNyMAwHm0zAAAziOYAQCcRzCrQJ/SSw4Ui8XT+17z/o4HwJ+DfGaOcz2gckEAYBHIZ4aVpiMHuJqvCsDrSXUzmlGjEwNt6o9N9apZ/z9svU1eReuVddSym+gKirqIwuneK5VfyTK9iNT6S+RT0l/XX0/kNpr1XlHxthTLl1R1/eEx0V/oZ+V7mt6/5Vve+juteP708c9bvm3/Fyl/8rybHNPNenyj6fH2mm2ZOEfzzl8A7rDeM5s335dadj4yrey27ydalkXzKc1Ihufn3iqfM0grTjN0i9mWeKDS3P1Tcf3hAJ5Z+Z7CMtnyTeUxQwJl5Msquvys/W8rvwo/k5mvyjNvvixlO38BuCMVzMrkM9OxvwrlA7Lls6mQ70Yru2Twu7v3asYJWfmUtPvqKpE5VStnzb01vC87UsTHOJAlKmLb/lnc+jMUzDeVJzdf1orks5p3+YXPXwBOmD+fWYF8QBpslpmPzO+W89dt1j89amY+TUAXVr5aOUuJ5HWBeqsjrXq6UjSK5EtawPozVcw3pcE1N18W+awArJD585kVzAcUdhUtOh+Z6eYy2XnjLqpd7bMqIUwDoV192sUnDz9KP2SgXWS73ZFXKX5P3+sqsH8Wsf5MC8o3lZkvi3xWAFbI3L8zK5sPyJbPpny+G60445aDSXlQtmXm0a4lvQ94ujVKdZmV8XJ77N+vSQS0ovun6voz8z1VzDcVHo+sfFmLyme1vHxV+fm8ih4fPa+y8kUBWB2VfjR9dxK0poJuGvMKWlbacko/6fbTf5AkGL3cNt1GK6MTryUWdpMONF9Vt1xabyN4EKM+KpdBdZLfZaoBbRA9QZe3fyIV1++n3W9Jb6Kr1tyT++KPVh+uu9Mol09oqhvYe4VPMy5i+Sqr/Mnzw+Tragb7sWDLXfn3wPz5BppTzTtAyfOj0PEB4IQ/fqBh0135PZ1E8DW99foB4D2o1DJ7D8zPAxb54EVJb71+AHgP/tiWmf5GzU83n043/lreev0A8J6QzwwA4Lw/vpsRAOA+ghkAwHkEMwCA8whmAADnEcwAAM4jmAEAnEcwAwA4j2AGAHAewQwA4DyCGQDAeQQzAIDz1v7555+ZYzP+61//Cv4FAMBqo2UGAHAewQwA4DyCGQDAeeQzAwA4j5YZAMB5BDMAgPMIZgAA5xHMAADOI5gBAJxHMAMAOI9gBgBwHsEMAOA8ghkAwHkEMwCA8whmAADnEcwAAM4jmAEAnEcwAwA4j2AGAHAewQwA4DiR/wcdt6GAlIedaAAAAABJRU5ErkJggg==)

**Hacker Rank on Tree**

#include <assert.h>

#include <stdbool.h>

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

typedef struct Node {

    int data;

    struct Node\* left;

    struct Node\* right;

} Node;

Node\* createNode(int data) {

    Node\* newNode = (Node\*)malloc(sizeof(Node));

    newNode->data = data;

    newNode->left = NULL;

    newNode->right = NULL;

    return newNode;

}

void inOrderTraversal(Node\* root, int\* result, int\* index) {

    if (root == NULL) return;

    inOrderTraversal(root->left, result, index);

    result[(\*index)++] = root->data;

    inOrderTraversal(root->right, result, index);

}

void swapAtLevel(Node\* root, int k, int level) {

    if (root == NULL) return;

    if (level % k == 0) {

        Node\* temp = root->left;

        root->left = root->right;

        root->right = temp;

    }

    swapAtLevel(root->left, k, level + 1);

    swapAtLevel(root->right, k, level + 1);

}

int\*\* swapNodes(int indexes\_rows, int indexes\_columns, int\*\* indexes, int queries\_count, int\* queries, int\* result\_rows, int\* result\_columns) {

    Node\*\* nodes = (Node\*\*)malloc((indexes\_rows + 1) \* sizeof(Node\*));

    for (int i = 1; i <= indexes\_rows; i++) {

        nodes[i] = createNode(i);

    }

    for (int i = 0; i < indexes\_rows; i++) {

        int leftIndex = indexes[i][0];

        int rightIndex = indexes[i][1];

        if (leftIndex != -1) nodes[i + 1]->left = nodes[leftIndex];

        if (rightIndex != -1) nodes[i + 1]->right = nodes[rightIndex];

    }

    int\*\* result = (int\*\*)malloc(queries\_count \* sizeof(int\*));

    \*result\_rows = queries\_count;

    \*result\_columns = indexes\_rows;

    for (int i = 0; i < queries\_count; i++) {

        swapAtLevel(nodes[1], queries[i], 1);

        int\* traversalResult = (int\*)malloc(indexes\_rows \* sizeof(int));

        int index = 0;

        inOrderTraversal(nodes[1], traversalResult, &index);

        result[i] = traversalResult;

    }

    free(nodes);

    return result;

}

int main() {

    int n;

    scanf("%d", &n);

    int\*\* indexes = malloc(n \* sizeof(int\*));

    for (int i = 0; i < n; i++) {

        indexes[i] = malloc(2 \* sizeof(int));

        scanf("%d %d", &indexes[i][0], &indexes[i][1]);

    }

    int queries\_count;

    scanf("%d", &queries\_count);

    int\* queries = malloc(queries\_count \* sizeof(int));

    for (int i = 0; i < queries\_count; i++) {

        scanf("%d", &queries[i]);

    }

    int result\_rows;

    int result\_columns;

    int\*\* result = swapNodes(n, 2, indexes, queries\_count, queries, &result\_rows, &result\_columns);

    for (int i = 0; i < result\_rows; i++) {

        for (int j = 0; j < result\_columns; j++) {

            printf("%d ", result[i][j]);

        }

        printf("\n");

        free(result[i]);

    }

    free(result);

    for (int i = 0; i < n; i++) {

        free(indexes[i]);

    }

    free(indexes);

    free(queries);

    return 0;

}

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQcAAAGkCAYAAAA8I+DnAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACGbSURBVHhe7d0LfBT13e/xL5fNkpALkASSYMIlQRIhWBFDKRW5iBTLxeLxRXmVi0UUH4M9RCooeB7kqXAUD5VjpSpPTKvSKq31VYRikSNwsDwIx0sFK0ECwURIhERICLltCGd2d9CAfyCRbGaFz/v1GjP//38yO0Hmu/+ZWfJrlZjS/7QA4Byt7a8AcBbCAYAR4QDAiHAAYEQ4ADAiHAAYEQ4AjAgHAEaEAwAjwgGAEeEAwIhwAGBEOAAwIhwAGBEOAIwIBwBGhAMAI8IBgBHhAMCIcABgRDgAMCIcABgRDgCMCAcARoQDACPCAYAR4QDAiHAAYEQ4ADAiHAAYEQ4AjAiHb2Wi5mY/o+mD/C1X/8n66cR0fwO4TDRjOAzU9OU5mjvRbraYUZq54lGNtltmAzVl2fNaMCnZbp9fxi+fb/LP0PP712to/x8o0W5fWLJuX5KjR6de/FgAJ33nZw6uASlKctuN84ieOkGD63fppVf22z3nEXa9endx2Y3G2/vbLN0773kV2u0L26+/rN2tsEFTNLqr3QUEoVaJKf1P2+uXyDtzmKmY7dO1dLW37Z1699PeVQXqO2GgEsOsrvpKFb73Jy1duVUeq9n7/md0V+u/a2O7ERrXK0re07L84CY99+tVOlB5Zh83quSFWcrZ7m17NXidEw9q6Y/TFGmFg6fGozod147fzdOr79mb+vi3j39vgRavKrLaYUq/Z4GmD4hXqDca6z0q3b9Bv3miVuOXj1XfcJdcHo+q6qWyj1bq0ZXvy5U6QffcPUbpUd7ty7R380fSkAEqe8l/XN6fI6vTO7p3kfcHv/jPLcVbs4fF6l/wlBY8t9vXAwSbAM8c4jX6x5Ha8ttZunfGdGX98TNFZfxYt19jD1si08fqukPW5Yg1fu+Dq5TbcbiyZo/xBcVFrX9Sc1ftVrkKtD5zprIyzw0Gy4ABSg0/qtzN3mCwDM3U9OukLb/2H9P9/75Sr1kne7HW6fnZOfqwQjqwxbuvmb5g8F2S3DtG3QpWKct7jLNXKvfqQep9wQO82M9dpJ0Hjyq6R2MvRYCWF/DLigPvrdC2XN80QFVbtiq3IlZJDe/dVeRqjXWCV3nXj21Szt/3qC6xnwb7BptBcqwiK4r16SG7fc5J7Sl+Xx/uvMDlxsghSg8v0Ob/3OQ/xso9evPPH6jUN3h+F/u5C/NLVBUdr1S7DQSbAIdDpUoK/CfIeR07rL32qs8nR1XmilXiALt9iRKjQn1fa33/tWx8Xa/tC9PNDzyjpYuyNHJw/IVnKZ3aK7SizL7MsX1yXGX2qlkjfu6KOt8lRlt/Cwg638Ebkhe5+3iOsLYh9toZ+7Xt11l64N9/r40lMRo5bbGWzhujSHsUgJ/z4dAxQQ2vMlw3JCjac1SF5947OKNrTyWF2+uNsLfU/x5/bkR4irdq428WaO6K91XZa8D5L2O+PKmq8Cj19N5YPKNrqBo2v5Xwtr4ZS52/BQQd58MhPFWjJ6fLN/nvOFxTbkyxLsh3aZtv8KBKKsKUmjHcPx6WpsGTrlWcb8xWVmlNz2MUP/g8p+v+oyoPj9PVxseGYYpLjlKYp1blvna5KmukmLghX19qbHxfuZVJGnb3BY7hW0jsEaPQ0iLl2m0g2DgfDod2aXf36VqanaPnnpys1GOb9NTydfYjvx16+c87VJY8WU95x5dnamj537XxiG/Q75M3tGa3R9f9/Bk9l/2Uppx7r+K9PdpfGavUYfH+9q0Paumz1r68+8t+RguGttcHq1fYYbRH6//Pbnn63KnfWOOL773e6tuknN9vUlHS18cw+Mg72nnhmw4XEa+M7rEqzf+vRn42Amh5zfg5h6Y7+/MBgRM99QktTi/Q4gdXBMfJOChLS++K0baFC7TmzFMUIMh8B29INl3pS69rW+t+mtqIj08HXrJuH5suz85XCQYEtSti5gCg6RwNBwDB64q4rADQdIQDACPCAYAR4QDAiHAAYNRsTyuKi7+w11pOXFwXR14XuBIwcwBgRDgAMCIcABgRDgCMCAcARoQDACPCAYAR4QDAiHAAYEQ4ADAiHAAYEQ4AjAgHAEaEAwAjB8PBpfYJKbq6b7rS0nooyu4NmKRxmrHyLW38+IA+zPUv725fq8wxFMEHTBwKh1B16p6spE6hamP3BFzyII0YmKKY2hLl78tT/gnJ3bGPZjy0SDfamwD4miPh4Irvqs7hbeQpr1CN3Rdwmx/WPQtma1r/DE0Ye4smrNguKx+kmKvUTNX+gcuKI+HgKfpMhYUFyivwqCWLZpxY94byB07U1F89q+fv7K8Iq69kx5+U7R8G0IBDlxUenSzzvW+3uB/e97Cy7hiljDi3VLxFK57M9s8gAJylTVSn+Eft9UtSUXHSXmuKSHXsHKq2p2t1ouR4ky8xwsPDm/y6XxTl691396ogLFHXXnOtRoy/WafWv6IPLqlqNnD5cfBpRUtLVMaYoTqxY4N2rlmh7Lte1k7vlMHdRyPu9m8B4GtXTDj0+NULevp/5Wjrlrf0ylpreXuWbvTedFCJ8t/zbQKggSsmHPI3bdHOQzWKiEtRai9r6RopVRbqnRfmav4aeyMAX7ny6lb0HaqMZCsYyvdr5+Z/2Z0AzkVRGwBGV9ANSQBNQTgAMCIcABgRDgCMCAcARoQDACPCAYAR4QDAiHAAYEQ4ADAiHAAYEQ4AjAgHAEaEAwAjwgGAEeEAwIhwAGBEOAAwIhwAGDkTDqHR6pJyjVL7pCvNV2W7txJiXPZgoPTR6CfOrrK9ce1yDU+yhxshYsx8LVv/z6++/8OP92jjnxcpown7AL4rHAmHyM6x6tSujeo91aqu8eh0mxBFdemmGHs8EBIeeVwPj09RTFWhcvflqaRGiuk1TkuWzbe3uLgePxiqwT0jdaI4z9pHoU7IrZj0KVr8yER7C+Dy4Ug4lH92SIWf5+nTT/cpf99+Hau1Olu1CujBHH5srGY9tlDTbrhJk8beopFP+6tsu7tbMwr/Jhe1a/5d+sUvp2vI0Fusfdyk//l+ua8/Jv57vq/A5cShew4nVHG8yr8aEqtQ7xVFfb3q/D0Bs2vVy9plr6u9WyHerzU1KvV1NEahdq7brx53zFHW8tc063uRVl+53vnrb/3DwGXEoXA4I0Kdu3VUaKt6VZcd0Zd2b8AlzdDTk/pbFwU12rVuoXba3Y0zSllzMzX1R/2V4LZmJFuf0X+8UGiPAZcPB6tsRyi6Z6JiQ9uoruILHSw8pqZW1/k2VbaVNEULs+dpVFxblexYqmm/3CLvVU3jHVVu4Ufa9MlRte+aqn79hmniiPZavfqdJu4HCG4OzRxc6tA9UZ3DvMFQrAMHj+qUPRJQfTO17KX5ui3JrZKPsjVnWrbvvkOjJY1TxrBC5f/9De1cuVBz/viB/75F2lDN8G8BXDYcKYcX1S1VCREuqd6j6tqvY6GmfJ8OH7EbjdCkcnjDFunFpVPUz1tZu7JEh2usmYt1WeC1d02api3yr5/fIGWtzdHUHtalREGhyq3DjoxLsX4Oa6h4g2YO/bcmXp4Awc2RmYM7xP5MQ2uX2rVr99XiDuRHHUYO8geDV1iMEjq65Q7zLyF2SFzYdr299QPl17qV0NNfqdsbDCcObddTiwgGXH4opPstxAwbp56+Qt1vKPdjuxO4zBAOAIwcfpQJIFgRDgCMCAcARoQDACPCAYAR4QDAiHAAYEQ4ADAiHAAYEQ4AjAgHAEaEAwAjwgGAEeEAwIhwAGBEOAAwIhwAGBEOAIwcCYfQuG7qmdrHX0TXu6T2UnzAC+k2Rh+lTp6jh158Sxs/2KN3387RcHuk+bTEawCXzpFwqG3lUkibU6quKFNZlUen27ZTh85J6mSPO+bO+Vr5SKYmDkxRjPc3U0daiz3UbFriNYBm4Eg4nCrKU+6/cpV/sECH95fqpLd0RevWausfds6mZzRr3mzNfMFfrCYgWuI1gGbg8G+fdskdk6DEuEi1rT6m/LzPVWOPNEaTfvv04BnKHNdXZ0pXNHR4x2y99Lrd8LrzD9r60CBFnNiu+Tf8TG/a3Rc3UVOfGKQEu9XQiU9Xa8UL2+2W5Vu/BtAynLsh2bWX0vqmqqc3GGrLdPhQ04KhyXoN08Tx44zL6AH2Npfsexpt2L9vGdLH3gb4bnBu5tChi7q0D1FrV5giwkPU5nSVju7LU0kTqtE2aeaQNEj9rotVO7vZ0DeK03zrd/U+Sh2fLG9h/nNVF3+oXTsaVONm5oAgFwRFbVzqcnWqOoWcUkXRJyostbsbIWBFbVrixCUcEOQcCYfOydcoXFWqqq5Tq3btFRnqUivV6sv8vfqiCRX1mzscMn71mrK+Z73vuzurR1Kk3HXlys8/opry9/XUzx5ulnqYLfEaQHNw5J5D3SkppF24OnTsoCgrGFRXreNHCpoUDIEQneQvkJvqPWm9HW0j1cPbvjpJ0b4tLl1LvAbQHKiVCcDIuacVAIIa4QDAiHAAYEQ4ADAiHAAYEQ4AjAgHAEaEAwAjwgGAEeEAwIhwAGBEOAAwIhwAGBEOAIwIBwBGhAMAI8IBgBHhAMCIcABg5Hg4RHW/xldM9+rusXaPkyikC5zhbDh06KbY8DZ2IwhQSBf4ioPhEKH4zpFqXVsrbx3doEAhXeArjv1q+tCuvdWtg3SsvF6dotrpVEWxPj141B5tHArpAoHjzMwhJE5dOoSo7sQRfVFv9wUahXSBJnFg5uBSdM+r1bldtY7k7VdpbC+ldWyBmQOFdIEmcSAcrlKPvh2NJ2lTA4JCukDgOBAOHRXdNVxt7Zbc7dUpzKXTNeUqPVaqoyUV9sDFUUgXCBwH7jkcU+mhQn1xZqnxP6uo91Q2KRgCgUK6wNcopAvAyPFPSAIIToQDACPCAYAR4QDAiHAAYEQ4ADAiHAAYEQ4AjAgHAEaEAwAjwgGAEeEAwIhwAGBEOAAwIhwAGBEOAIwIBwBGhAMAI8IBgJEz4RDdQ736pvsK6J5ZAl9It49GP/GWNn58QB/m+peNa5dreJI9DOAsjs0cWlnL6bpaVVdX+5Yqj8c/ECAJjzyuh8enKKaqULn78lRSI8X0Gqcly+bbWwBoyJlwCGnje+G6yi+Un7fPtxQeOu4fC5DDj43VrMcWatoNN2nS2Fs08untvkK27u7WjMK/CYAGnAmH1q18MwdXZKL/suKa3kqIcfnHAmjXqpe1y15Xe7dCvF9ralTq6wDQkDPhcLJKJ6urVFFWrpO1p6yjCFFUl26KsYcDLmmGnp7UX27VaNe6hVSZAgycCYfjn6sgL0+FhZ+p4NMCHa+1+lqFKLQlSj4lTdHC7Dm6saNUsmOZZj3eoLgtgK84Ew5G9Trlr4wXOH0zteyl+botya2Sj7I1Z1q2774DgG9ypBxeVPdUdQ6pU3WVNWVoF65wdxuprlyFuZ+pKdUym1QOb9givbh0ivpFWOuVJTpcE6FoX7FKae+aNE1b5F8H4OfIzKHOc0qtXKEKj4ryBcOp2godOdS0YGiykYP8weAVFqOEjm65w/xLiB0SAL5GIV0ARkF0zwFAMCEcABgRDgCMCAcARoQDACPCAYAR4QDAiHAAYEQ4ADAiHAAYEQ4AjAgHAEaEAwAjwgGAEeEAwIhwAGBEOAAwIhwAGBEOAIycC4fQaHVJuUapfexiur2usgcCJ2LgKN32SI5e3PJPvfvBHr240B4A8A3OhENIrBK7JahTu1Y6VVOh48eO63hFjT0YODMWPquFk4eqX1wkv3UauAhHwsHduZPC29br5JFPtS8vX0WHClVUdNQeDZyXn5ytmfNm668FdgeA83IkHCLc3hK2dWod0ct/SdGnj3okRquNfzhgSja/oZ1r3lB5nd0B4LwcCYfWvlcNUbu2NdYlRYVqrMNoFxWrLh18wwCCgDP3HHxqVfb5fuuSIl+lJ71FMl1yt/ePAHCeI+FQX+/9bxu1bedrqpX/C4Ag4kg4HDtRqVNWOIR37qWEbimKbd9GOl2tk8ftDQIiU0vWvqVXrOXmOH9P1x/420vu87cBfM2RcDh1pEDFx6pV17qdoiJC1fZ0rcqPfq4jJ+0NAuIq9eiVolRrSQjz90TE+ds9Av8RC+A7h0K6AIwcvCEJIJgRDgCMCAcARoQDACPCAYAR4QDAiHAAYEQ4ADAiHAAYEQ4AjAgHAEaEAwAjwgGAEeEAwIhwAGBEOAAwIhwAGBEOAIwIBwBGhAMAIwd+wWysEtPiFG6ofVd9bLfyD9mNRmjqL5j1VtkeMXKifnJzf/WOdGvvmjRNW2QPAjiLAzMHj2qqq1XdYKnzFbmp1ymPb4OAoco20HgOhMNxHcnfp/w8eymq1invUdRV6Msj/i0ChSrbQOM5fs8hPKa9vG/gNRWlqvB3BQxVtoHGczgcYtWpvUs6XaUTRwIdDQCawtFwaBMfpTDrCE5Vlulord0JICg4GA7hiokIVSt5dPLYUbsPQLBwLhw6d1FUiPW19qRKAlpd+wyqbANN4VA4uBQbESbvRx2qThSrxt8ZYFTZBpqCKtsAjBy9IQkgeBEOAIwIBwBGhAMAI8IBgBHhAMCIcABgRDgAMCIcABgRDgCMCAcARoQDACPCAYAR4QDAqNn+yTaAywszBwBGhAMAI8IBgBHhAMCIcABgRDgAMCIcABgRDgCMCAcARoQDACPCAYAR4QDAiHAAYEQ4ADAiHAAYEQ4AjAgHAEaEAwAjwgGAEeEAwIhwAGBEOAAwIhwAGBEOAIwIBwBGhAMAI8IBgBHhAMCIcABgRDgAMCIcABgRDgCMCAcARoQDACPCAYAR4QDAiHAAYEQ4ADAiHAAYEQ4AjAgHAEaEQ6NN1NzsZzR9kN0ELnOtElP6n7bXL9FATV8+UxnhdvOMit16avZT2ms3nRA59Qk9EvW65v5mh93zbXjD4UaVvDBLOdvtrnO4Usfop5NGKCM+Si5v7NZ7VFq0S+tfXKFtB/zbNM4ozVwxSAWZj+pNu6d5BGq/uBw1+8zhwMbpundGg8XhYJCiNDCpg70eQIMy9egDE5TueV85S7J8P3vWkj9opydNUx58VKN72ts1gmtAipLcdqMZBWq/uDw1+8whZvt0LV1td30lXT99Ikv9D/9eC/73VnmsHtfgLC3+eZx2LJmnvxzwviunae+qo+o74XolhlkbVBZp599ylLNhv28PXtGjrJPux+n+8foy7d28Ss+88r5vf1KYek6aq7uGJCna5R33qPAff9HHyeN0c3yYXNZWVd4NCzYo64nXrc2v1+gHJuvW7ta7vNVdVbxbr+U89dU7vCt1gu65e4zSo6yG77U+koYMUNlLpplDvMY/tlg3ezZowaLVKrd7/ZJ1+5IFGlqxTg8sed06CtMMpMGf3YkHtfTHaYq0TmJPjUd1Oq4dv5unV5Mf1XOpeXr+izRN7R+vUCvWzz5m85//6IU5Gvbl85q7f4h5v+/ZGwLnaKF7Drv16h93yNPnJ/qp95o9bIimTEhX5daVVjD4t5CSNHpsiDYumWW9687So9s9uu6Oe/TTa+3ha2fqgduTVPS6/a6cnauoIfdo1hhvUlgn85jZyhoRpf2vLdD9vnftlXrpH29pzcJZWn9IKt+do6zMmf5gsIJk6Ox7dGub97X4F9bs5hdP6rXjyZoyc6YSfXsbqCn3jlG3glXK8s1+Vir36kHq7U0RoyHqHefRx/91bjB47dcbHxXIlZiqwXbPBa1/UnNX7bb2U6D13uPNbHACJw7XJPfbWjjbf8xveVIbHPNFXGi/gEGzh0PPkTl6LvvrZen9A/0DHz2v596r1eD/lqnRd/5EGTVb9ZuXvp4VeB3Y+bx2Fldaa5UqfuV5bTkSq/SBab6x3kPSFfbp35WzpczXrrK23XbIpaTUG61WvG79foqqPnpVOW8X+WYSVQffV+H5rvPDxiqj53FtyV4l/8vt0bYte1Qe3VMZXa32yCFKDy/Q5v/cpCrv9tb4m3/+QKXedZNBCYqxjrnymN0+h6egTOWuEIXa7W/Pf0zl9jG/mb1dxdYxD77GPwo0p4Dfc2h4E7Bw5Sptqbte4/vXamP278852SpVUuD9W39GkQq/9Ci6cz9fq2enMIWmTjwreG7vLoW2995PsC4lwqWSI4284Xit92SO1chFDYLs3usVqfaKSrLGO7VXaEWZDjQ8nE+Oyx9LDjr3mA4VqagmVkl97DbQjFrossIWlqAo39undRLG+y8HmqLcmn00DB7fYl3jfzsFWnPuvqzLmfM9ibig7YdVYl2qhHW02+dwJUUp0lPrn4UYBeouofVn3LL/h3EZacG/OmHKuG+s+pZu0FNvl+m6O2Yq/ax8CFN894Yd6erdxaXSI7t8reITlYqMT7Pe3U0KVGa9o8Z0ti9hLqbgqDULiFfSSLt9ri9Pqio8Sj0bHk7XUO+pdh5btbfYpb43TPDd3Dxbsm6+Jl6ewl3aZvd8Q9eeSjr3EbBJeMzZx3St9+nDURX8y25/w41KirFXgSZqsXBwjczUpOQyrX95tfa+kqMtlemacveQs06mxAEzlRHn/dsfprhJtyuj41Ht3rHHN/bh27tV2nmQ7v/5EEX6TpAoRQ8YpevSvetF2vhhgUKvmaApI+J9+3TFXa/0/vHeQVV5PAqN6aVoX8ty6HXfHf7rfvSghvoeR3i3T9Z1I6x9exsb31duZZKG3T3cf58gLE2DJ12rOO+6UZHW/HmHSruP0aPzJird9zNYlzzdh2j8I1ka37lI619dZz9VOaiSijClZlxg31bSeawLn/jB58ZRvO+YfD+/9X2jb+un6NID2vaJd2y3io5Zf4apk+V/+Sj1vmuI+jaclJx3v8A3tcyHoOZ/oqGPT1DM9qVa/Ip9E7LnnXp0/gAV/G6ucraN9T3eO7ltvzpYZ/v5HmWGDr1T948dop7+81meyqPa+fo8vbzF2zI8yty+XIt/Z4VL+mTNtU4q37vuwXW69zHvo8w0jbz3Tt2aGut7LOj7wNLBTXpuyWoVWk1X/8ma9bPh6u17lFmpA//YpJJrh0uvXfqHoFyDZ2ruxIH2I9lKFb63VrndJyr5ozOPIeOV8d/naooVXC5rjrPtuSy97H2UOeikNu7voB+mmx5lWnpOUGbmKKVHWX8A3tfev0FbTo3SyJoc+96PYb88scB5NGM4XIqLf/rwijfRGw5ljn/aFFeOFrznAOC7hHAAYBQklxUAgg0zBwBGhAMAI8IBgBHhAMCIcABg1GxPK4qLv7DXWk5cXBdHXhe4EjBzAGBEOAAwIhwAGBEOAIwIBwBGhAMAI8IBgBHhAMCIcABgRDgAMCIcABgRDgCMCAcARoQDACMHw8Gl9gkpurpvutLSesiuUxM4SeM0Y+Vb2vjxAX2Y61/e3b5WmWMaVcDelqgeP8q09rNWf/t/e/TuB9b32yONFTFmvp5+e89Xx/DhB/9XTz841B4FgodD4RCqTt2TldQpVG3snoBLHqQRA1MUU1ui/H15yj8huTv20YyHFslbxL9x7tOS5XOUOaSPEiLccoe5FWKPNM5EPfzLGbqxq1RyIE+5h8qlsETdeNdSLRlvbwIECUfCwRXfVZ3D28hTXqEauy/gNj+sexbM1rT+GZow9hZNWLFdVj5IMVdpgG+DxlilRfNma+a8Dcq3e5pmteZPXaj5i27RyFtv0aQRY7W6wNsfox6NrAEMtBRHwsFT9JkKCwuUV+BRSxbNOLHuDeUPnKipv3pWz9/ZXxFWX8mOPynbP9wI/1Lumje0c83xbx9qBS/rzVe81Ti9rpLbnjrVWpMIIJg4dFnh0cky3/t2i/vhfQ8r645RyohzS8VbtOLJbP8MwgH9lizSaOsSQyVblP24vw8IFg7ekHTGP347z7osWKYV2wpVEzdUC/+wVjOS7MEW1O/B17RsQorcNXl66X9M1zt2PxAsrqBwSFTGmKE6sWODdVmwQtl3vayd3imDu49G3O3fomVYx7FwrZ65q79iagr118fv0lOb7SEgiDj826evUo++HdXuVIUO78lXmd3bWE357dM9fvWWXrkjRbXFeTrkDYWwzkrtGmmtlOjNeRmav8a32YXd96xeGZ1srXRQ114xilCNDu8rVLn2669j/02r/VtdQKJue/YvemhYjKyLGp0oLpEiI/xPPI5t1/wR07XJuw4EgStm5pC/aYt2HqpRRFyKUntZizcYKgv1zgtzGxcMXlcl+7/XFwxebiX42slK8LUvZpSGD/AHg1dEnLWfMP8jUXektdj9QDC48upW9B2qjGQrGMr3a+fmf9mdAM5FURsARlfc0woAjUM4ADAiHAAYEQ4AjAgHAEaEAwAjwgGAEeEAwIhwAGBEOAAwIhwAGBEOAIwIBwBGhAMAI8IBgBHhAMCIcABgRDgAMCIcABg5Ew6h0eqSco1S+6QrzVdlu7cSYlz2YKD00egnzq6yvXHtcg1vUkGbS6+yHTN5uV7c0qDK9sf/1OsrMxVjjwPBwpFwiOwcq07t2qjeU63qGo9OtwlRVJduAT1BEh55XA+PT1FMVaFy9+WppMY6UXuN05Jl8+0tGuNSq2wn6ocjh6pfnFslh/KUe6BENW0j1WPIHC17JNHeBggOjoRD+WeHVPh5nj79dJ/y9+3XsVqrs1WrgB7M4cfGatZjCzXthps0aewtGvm0v8q2u7s1o/Bv0giXWmW7UH+dZn3/L2/SyBG3aNKtGVp9wD+S0GOofwUIEg7dczihiuNV/tWQWIV6ryjq61Xn7wmYXate1i57Xe3td/2aGpX6OhqjGapsa4t2rotU6j2L9NDKt/STnlZXTZ7WW8cGBBOHwuGMCHXu1lGhrepVXXZEX9q9AZc0Q09P6i+3dYrvWrdQO+3uljNZCx+YoolDUnwl9Xa9/oyyqZeJIONgOEQoumeiot2tVVdxRAW+ApYtIGmKFmbP0Y0dpZIdyzTr8UJ7oCX5L0/mrHxDu4651W/Scr367ER7DAgODoWDSx26J6pzWBsrGIp14OBRnbJHAqpvppa9NF+3JblV8lG25kzL9t13aFHDxikjyX95sunXszVtc56vO+F74zTctwYEB0fK4UV1S1VChEuq96i69utYqCnfp8NH7EYjNKkc3rBFenHpFPXzVsCtLNHhGmvmYleu3bsmTdMW+dcv6JKrbM/Qsu3zNTyiXPn5R3z3LWKSUhRjHUfN7mx9/44l/s2AIODIzMEdYn+mobVL7dq1+2pxB/KjDiMH+YPBKyxGCR3t6tbex5GNLW99yVW2N+hvW/NUokj18H2fPxhK9r2h+XMIBgQXCuk6wvthqusU667R0Q83KL/A7gaCCOEAwMjhR5kAghXhAMCIcABgRDgAMCIcABgRDgCMCAcARoQDACPCAYAR4QDAiHAAYEQ4ADAiHAAYNdu/ygRweWHmAMCIcABgRDgAMCIcABgRDgCMCAcARoQDACPCAYAR4QDAiHAAYEQ4ADAiHAAYEQ4AjAgHAEaEAwAjwgGAEeEAwIhwAGBEOAAwIhwAGBEOAAyk/w+OOSnwnYSZ0wAAAABJRU5ErkJggg==)**